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**When we should use java.util.concurrent.BlockingQueue?**

* When you want to throttle some sort of incoming request then you should use the same
* A producers can get far ahead of the consumers with an unbounded queue. If consumer is not catching up with producer then it may cause an OutOfMemoryError. In situations like these, it may be better to signal a would-be producer that the queue is full, and to give up quickly with a failure. In other words: the producers are naturally throttled.
* Blocking Queue is normally used in concurrent application
* It provides a correct, thread-safe implementation
* Memory consumption should be limited as well

##### **What is Priority Queue in Java?**

Priority queue is just like a traditional queue with difference that when a high priority elements come to join a queue, it gets added at the head of the queue instead of tail (We know that in a queue, elements get added at the tail).

For example, let’s say, 5 elements with the same priority are in a queue. If another element with same priority comes then it will be added at tail of the queue. But, if some element comes with high priority then it will be added at the head of the queue. That’s it. This is the properties of a priority queue.

**Example::Patient Priority queue in a hospital:** There is a queue of patients in hospital. It servers normal and emergency case. If some emergency patient come, he will be given a priority and will be treated first.

**Real life examples of queue are:**

* A queue of people at ticket-window: The person who comes first gets the ticket first. The person who is coming last is getting the tickets in last. Therefore, it follows first-in-first-out (FIFO) strategy of queue.
* Vehicles on toll-tax bridge: The vehicle that comes first to the toll tax booth leaves the booth first. The vehicle that comes last leaves last. Therefore, it follows first-in-first-out (FIFO)

Real life example of Stack

1. A good **real**-**life example** of a **stack** is the pile of dinner plates that you encounter when you eat at the local cafeteria: When you remove a plate from the pile, you take the plate on the top of the pile. But this is exactly the plate that was added ("inserted'') most recently to the pile by the dishwasher.  
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2. Data structure. I was able to implement a modified double-linked list as the data structure for my playlist.
3. **What is a Linked List?**
4. A linked list is a sequence data structure, which connects elements, called nodes, through links. Unlike an array data structure, a node in a linked list isn’t necessarily positioned close to the previous element or the next element. Nodes in a linked list are connected by pointers. Linked lists are null terminating, which means whenever the pointer to the next node is null, the list has reached the end.
5. **Single Linked List**
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7. In single linked list, element or nodes only link to the next element in the list. A single linked list is null terminating meaning when the pointer is null, the list is finished.
8. **Double Linked List**
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10. In a double linked list, each node contains a reference to the previous node and the next node (as long as they aren’t the head or tail node.) Each node has a value property.
11. **Why A Linked List?**
12. The reason I chose a double linked list was that the structure suited the behavior of a music playlist.
13. ![https://cdn-images-1.medium.com/max/1600/1*Mz4CcX2rZaTJpAdWBqx9sQ.png](data:image/png;base64,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)
14. **Skip Back/Forward**  
    Because each node in a double linked list has a pointer the previous and next node, it is easy to implement skip forward/backward functionality.
15. ![https://cdn-images-1.medium.com/max/1600/1*ss6V0n9MwHFme-gzee00Wg.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGQAAABkCAYAAABw4pVUAAAFnklEQVR42uxdPYxUVRg9++YNhRoL7dRSCxuhFEjUBrF1sRW29QeMVmIva630ukIpQyvYqIH1p2JpTJDStcPCSOG8tzPm6rnJyc2wEhLu7/clzxmZZRjemXPPeef77qMDcAHAE/ivJjys7r/W5PlFAEsAcz4+yPHvf24BOCZvPLXznAYQx5ABwHMArgLYBNDz19xjZ+c7foWIXgfwgrze2ymKyxC/RO0BGAEcAbAN4G2+NvL1NTv38Rjij0WA7iUAT8s3wQQ/EkP0zadkhQNnHcBPfFySRSb4D7HuJdo9wRnIEMeUzwA8aoIfd8ladQzy/AaAwyb48Zase7FlQWAOAvgewFkR/N4EPy5D9Phbnl8B8KyxJT5DtA5Q2N3xKoAfAbwZ2GOrhyDq+9WEv88tYU8C+BLAF8zDBsvD4gMS2mNHtVNkyzFhkLElIiCqG8sgD/vY8rB4or7foUJ2jY6sBcFPKur7leZhRxlSvmN5WNwla5Xg9/yGuKv685KHDfIzVpEAUXvsBX+dgv+65WHpAAkF/xkAMwCfWh6WDhD//lNZrk5TW45Iomx5WERAVPAXBMG5r28BfGiCnw4Q/2dNyJYp+/dfMw8bGrDH2QGiV/j+av44Bf8k9aZ5tqQSVZ+HzZmHbQV5WLPt4i7xFa63xwjysEWr9jgH26kNMM3DJi3a4y6jz6H2+CN2Jg+2Zo9z++aF82HXWsvDclwKJrJcPcY87CvJw6oW/FzXZrXHbrk6QcFfr13wcxfLCcGZMw/z82GPSLu4M0DS2GMv+O8yDzssDJoaIGkE3+dhh+jCfB421CL4XYGfV/v1mzIf5icsewMknT3W+bCTNdjjkgUxnA/bAvC55GFdifa4dIcSzodtlD4fVotl7GX8RvdLFpeHdZVZeLXHzoF9x/2SxeRhNaao4XzYdkl5WK2xts/Dwvmwp3KfD6u5z6ANML9f8ufc58NaaPyE+yVnQR6WleC30olTe4wgD8tK8FubHNR28SG6sKz2S7Y4yqntYvd4TvKwMXUe1vJs7fR/9kv2Bkgae6zzYX6/5OMEpTNA0tvjUwB+4VTlIvY5MkDsOiS78qGkvx7ZAvA8hb4jSwyQSOV78m7JusMm1waAP8UiR/flrdYg0clVBpC35byMtmTFqYWAMXBs9TjB8BeGY8or15ZqFK24wdsY/pCaFS0yZClBIhjHHyUYHqAxhw/aN8IKH5f8BuA9Jr4IJu5hgMRhxQH+/4y7gH+nTnS5gVHzkuUzKgfGXcbtJwjGVH4mu+ort7PbAN4CcFP+voNdqcezs3MB4xMALxGMrIS7BYaMTG7dEvUrL/K+yVW4a2aI2tk1RucvEgzdiVVM9YULt2fAHQAfsJ+BYLwUBkhc4V6VQw2lfsu6AoV7FAaclRxqmjqHao0hnhWrcqhpyawojSHLwM5qDjXJ9Yq7VobsSc87+xyqZkCWwa3LLwE4w+ijk9HQ6qrLlBV+EPov5lBvSA61zDWHqpEhYQ7lhHunBjtbGkMWARjnALxMMIrJoWphiLZVi86hSmeIzkOB81A+h+pKzKFKBiSch9rg8UcLwp3TkhXa2St0UbflPlgDGq4usnDvBTnUa5JDoRXhzoEhmkPt0M5ut2Rnc2FIaGfPy97xSUt2NgeG+Laqn4c6A+Byq3Y2NUPm0lad0c5eNuGOD4i/pYWfhzrNeajd3OehalyyVCuuU7hvmnDHZ8iqHOqV0uahamGICnfzOVRKhoTzUFulz0OVzJBwHup9ABeMFWkAqXYeqrQlS4V7zG1fXmsM0QbSDsf7s9qX1wpDitmX1wJDdF/eLnOomQl3fEDCBtKMYOzmvC+v1iVL/+mHu3RQlkMlYkjR+/JqY4iCscl5KMuhEpbTjVu8gT1EuK3ur/SmmRdlvGn5IEfHN7EcKpP6JwAA//8zhlvqFvmkuQAAAABJRU5ErkJggg==)
16. **Play Next Track**  
    The pointer to the next node also makes it quite easy to start the next track when a track is over.
17. ![https://cdn-images-1.medium.com/max/1600/1*Xf7Og9y2kjnObjcg05tILg.jpeg](data:image/jpeg;base64,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)
18. **Append**  
    When you add a new track to a playlist, you tack it on to the end. In a linked list, adding a new element is constant time — O(1) operation.
19. ![https://cdn-images-1.medium.com/max/1600/1*nMilfFlm4MwPgStuSzabkw.png](data:image/png;base64,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)
20. **Beginning/End**  
    Finally, because a linked list has head and tail properties, this provides for an easy way to delineate (de -lineate) the beginning and end of a playlist.

# [Which collection is better to store 10 millions of data between ArrayList and LinkedList in java?](http://www.javamakeuse.com/2014/09/which-collection-is-better-to-store-10.html) ?/Asked in lots of interview

[0](http://www.javamakeuse.com/2014/09/which-collection-is-better-to-store-10.html#comment-form)

Sponsored Links

If you came here from google or direct link you must have to read my previous post [BFSI-domain:What is the different between ArrayList and LinkedList?](http://www.javamakeuse.com/2014/09/bfsi-domain-java-interview-questions.html)  
  
Ok now lets start with a smart answer:  
  
Performance is always matter, **If your business requirement is fast iteration of element based on index for example get(index) then must go with ArrayList  
Or If your business requirement is fast random insertion/deletion then must go with LinkedList.**  
  
But if your interviewer says, that **he does not want to fast random insertion/deletion of element or fast iteration of element based on index, he just want to store 10 million of element inside a collection between ArrayList and LinkedList.** Most of the time candidate get fail to give the correct answer of this because candidates start comparing between insertion/deletion/iteration only.  
Most of the candidate forgot to comparing them about there internal structure(how they keep the elements) and fail to give the correct answer, but most of the smart candidates always find a fruitful discussion on this topic.  
  
Well answer of this question is yes ArrayList, Ok How?  
  
**Point #1 Regarding Space:** Well ArrayList will take less memory as compared to LinkedList because we all know that LinkedList maintain doubly Linked-List so LinkedList require extra space to keep the next and previous elements.

**Point #2 Regading Time:** We all know that ArrayList has a constructor with initialCapacity 

#### public ArrayList(int initialCapacity)

which will again reduce the insertion time of large number of elements. At the time of of ArrayList declaration, declared with initial capacity because you all ready know how much element you want to store and this is what a interviewer wants from you.  
  
For practical try to run this program and compare the time required by each ArrayList and LinkedList

|  |
| --- |
| public static void main(String[] args) {    List<Long> longList = new LinkedList<>();  // remove comment from below line and add comment on above line  //List<Long> longLis = new ArrayList<Long>(10000000);  long maxValue = 10000000;  long startTime = System.currentTimeMillis();  for (long l = 0; l < maxValue; l++) {  longList.add(l);  }  long endTime = System.currentTimeMillis();  System.out.println(endTime - startTime);  } |

**Java Collections Interview Questions**

1. [What are Collection related features in Java 8?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#java8-collections)
2. [What is Java Collections Framework? List out some benefits of Collections framework?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#java-collections-framework)
3. [What is the benefit of Generics in Collections Framework?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#generics-in-collections)
4. [What are the basic interfaces of Java Collections Framework?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#collections-framework-interfaces)
5. [Why Collection doesn’t extend Cloneable and Serializable interfaces?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#collection-cloneable-serializable)
6. [Why Map interface doesn’t extend Collection interface?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#map-vs-collection)
7. [What is an Iterator?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#iterator-interface)
8. [What is difference between Enumeration and Iterator interface?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#iterator-vs-enumeration)
9. [Why there is not method like Iterator.add() to add elements to the collection?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#iterator-add)
10. [Why Iterator don’t have a method to get next element directly without moving the cursor?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#iterator-next)
11. [What is different between Iterator and ListIterator?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#iterator-vs-listiterator)
12. [What are different ways to iterate over a list?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#iterate-a-list)
13. [What do you understand by iterator fail-fast property?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#fail-fast-iterator)
14. [What is difference between fail-fast and fail-safe?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#fail-fast-vs-fail-safe)
15. [How to avoid ConcurrentModificationException while iterating a collection?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#avoid-concurrentmodificationexception)
16. [Why there are no concrete implementations of Iterator interface?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#iterator-implementations)
17. [What is UnsupportedOperationException?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#unsupportedoperationexception)
18. [How HashMap works in Java?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#hashmap-working)
19. [What is the importance of hashCode() and equals() methods?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#hashcode-equals)
20. [Can we use any class as Map key?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#map-key)
21. [What are different Collection views provided by Map interface?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#map-collection-views)
22. [What is difference between HashMap and Hashtable?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#hashmap-vs-hashtable)
23. [How to decide between HashMap and TreeMap?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#hashmap-vs-treemap)
24. [What are similarities and difference between ArrayList and Vector?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#arraylist-vs-vector)
25. [What is difference between Array and ArrayList? When will you use Array over ArrayList?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#array-vs-arraylist)
26. [What is difference between ArrayList and LinkedList?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#arraylist-vs-linkedlist)
27. [Which collection classes provide random access of it’s elements?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#collection-random-access)
28. [What is EnumSet?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#enumset)
29. [Which collection classes are thread-safe?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#thread-safe-collections)
30. [What are concurrent Collection Classes?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#concurrent-collection-classes)
31. [What is BlockingQueue?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#blocking-queue)
32. [What is Queue and Stack, list their differences?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#queue-vs-stack)
33. [What is Collections Class?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#collections-class)
34. [What is Comparable and Comparator interface?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#compable-comparator)
35. [What is difference between Comparable and Comparator interface?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#comparable-vs-comparator)
36. [How can we sort a list of Objects?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#sort-objects)
37. [While passing a Collection as argument to a function, how can we make sure the function will not be able to modify it?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#unmodifiable-collections)
38. [How can we create a synchronized collection from given collection?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#synchronized-collections)
39. [What are common algorithms implemented in Collections Framework?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#collection-algorithms)
40. [What is Big-O notation? Give some examples?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#big-o-notation-performance)
41. [What are best practices related to Java Collections Framework?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#collection-best-practices)
42. [What is Java Priority Queue?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#java-priority-queue)
43. [Why can’t we write code as List<Number> numbers = new ArrayList<Integer>();?](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#generics-sub-typing)
44. [Why can’t we create generic array? or write code as List<Integer>[] array = new ArrayList<Integer>[10];](https://www.journaldev.com/1330/java-collections-interview-questions-and-answers#generics-array)

**Java Collections Interview Questions and Answers**

1. **What are Collection related features in Java 8?**

Java 8 has brought major changes in the Collection API. Some of the changes are:

* 1. [Java Stream API](https://www.journaldev.com/2774/java-8-stream) for collection classes for supporting sequential as well as parallel processing
  2. [Iterable interface is extended with forEach()](https://www.journaldev.com/2389/java-8-features-with-examples#iterable-forEach) default method that we can use to iterate over a collection. It is very helpful when used with [lambda expressions](https://www.journaldev.com/2763/java-8-functional-interfaces) because it’s argument Consumer is a [function interface](https://www.journaldev.com/2763/java-8-functional-interfaces).
  3. Miscellaneous Collection API improvements such as forEachRemaining(Consumer action) method in Iterator interface, Map replaceAll(), compute(), merge() methods.

1. **What is Java Collections Framework? List out some benefits of Collections framework?**

Collections are used in every programming language and initial java release contained few classes for collections: **Vector**, **Stack**, **Hashtable**, **Array**. But looking at the larger scope and usage, Java 1.2 came up with Collections Framework that group all the collections interfaces, implementations and algorithms.  
Java Collections have come through a long way with usage of Generics and Concurrent Collection classes for thread-safe operations. It also includes blocking interfaces and their implementations in java concurrent package.  
Some of the benefits of collections framework are;

* 1. Reduced development effort by using core collection classes rather than implementing our own collection classes.
  2. Code quality is enhanced with the use of well tested collections framework classes.
  3. Reduced effort for code maintenance by using collection classes shipped with JDK.
  4. Reusability and Interoperability

1. **What is the benefit of Generics in Collections Framework?**

Java 1.5 came with Generics and all collection interfaces and implementations use it heavily. Generics allow us to provide the type of Object that a collection can contain, so if you try to add any element of other type it throws compile time error.  
This avoids ClassCastException at Runtime because you will get the error at compilation. Also Generics make code clean since we don’t need to use casting and *instanceof* operator. I would highly recommend to go through [**Java Generic Tutorial**](https://www.journaldev.com/1663/java-generics-example-method-class-interface) to understand generics in a better way.

1. **What are the basic interfaces of Java Collections Framework?**

[Collection](https://www.journaldev.com/1260/collections-in-java-tutorial#collection-interface) is the root of the collection hierarchy. A collection represents a group of objects known as its elements. The Java platform doesn’t provide any direct implementations of this interface.

[Set](https://www.journaldev.com/1260/collections-in-java-tutorial#set-interface) is a collection that cannot contain duplicate elements. This interface models the mathematical set abstraction and is used to represent sets, such as the deck of cards.

[List](https://www.journaldev.com/1260/collections-in-java-tutorial#list-interface) is an ordered collection and can contain duplicate elements. You can access any element from it’s index. List is more like array with dynamic length.

A [Map](https://www.journaldev.com/1260/collections-in-java-tutorial#map-interface) is an object that maps keys to values. A map cannot contain duplicate keys: Each key can map to at most one value.

Some other interfaces are [Queue](https://www.journaldev.com/1260/collections-in-java-tutorial#queue-interface), [Dequeue](https://www.journaldev.com/1260/collections-in-java-tutorial#dequeue-interface), [Iterator](https://www.journaldev.com/1260/collections-in-java-tutorial#iterator-interface), [SortedSet](https://www.journaldev.com/1260/collections-in-java-tutorial#sortedset-interface), [SortedMap](https://www.journaldev.com/1260/collections-in-java-tutorial#sortedmap-interface) and [ListIterator](https://www.journaldev.com/1260/collections-in-java-tutorial#listiterator-interface).

1. **Why Collection doesn’t extend Cloneable and Serializable interfaces?**

Collection interface specifies group of Objects known as elements. How the elements are maintained is left up to the concrete implementations of Collection. For example, some Collection implementations like List allow duplicate elements whereas other implementations like Set don’t.  
A lot of the Collection implementations have a public clone method. However, it does’t really make sense to include it in all implementations of Collection. This is because Collection is an abstract representation. What matters is the implementation.  
The semantics and the implications of either cloning or serializing come into play when dealing with the actual implementation; so concrete implementation should decide how it should be cloned or serialized, or even if it can be cloned or serialized.  
So mandating cloning and serialization in all implementations is actually less flexible and more restrictive. The specific implementation should make the decision as to whether it can be cloned or serialized.

1. **Why Map interface doesn’t extend Collection interface?**

Although Map interface and it’s implementations are part of Collections Framework, Map are not collections and collections are not Map. Hence it doesn’t make sense for Map to extend Collection or vice versa.  
If Map extends Collection interface, then where are the elements? Map contains key-value pairs and it provides methods to retrieve list of Keys or values as Collection but it doesn’t fit into the “group of elements” paradigm.

1. **What is an Iterator?**

Iterator interface provides methods to iterate over any Collection. We can get iterator instance from a Collection using *iterator()* method. Iterator takes the place of Enumeration in the Java Collections Framework. Iterators allow the caller to remove elements from the underlying collection during the iteration. Java Collection iterator provides a generic way for traversal through the elements of a collection and implements [**Iterator Design Pattern**](https://www.journaldev.com/1716/iterator-design-pattern-java).

1. **What is difference between Enumeration and Iterator interface?**

Enumeration is twice as fast as Iterator and uses very less memory. Enumeration is very basic and fits to basic needs. But Iterator is much safer as compared to Enumeration because it always denies other threads to modify the collection object which is being iterated by it.  
Iterator takes the place of Enumeration in the Java Collections Framework. Iterators allow the caller to remove elements from the underlying collection that is not possible with Enumeration. Iterator method names have been improved to make it’s functionality clear.

1. **Why there is not method like Iterator.add() to add elements to the collection?**

The semantics are unclear, given that the contract for Iterator makes no guarantees about the order of iteration. Note, however, that ListIterator does provide an add operation, as it does guarantee the order of the iteration.

1. **Why Iterator don’t have a method to get next element directly without moving the cursor?**

It can be implemented on top of current Iterator interface but since it’s use will be rare, it doesn’t make sense to include it in the interface that everyone has to implement.

1. **What is different between Iterator and ListIterator?**
   1. We can use Iterator to traverse Set and List collections whereas ListIterator can be used with Lists only.
   2. Iterator can traverse in forward direction only whereas ListIterator can be used to traverse in both the directions.
   3. ListIterator inherits from Iterator interface and comes with extra functionalities like adding an element, replacing an element, getting index position for previous and next elements.
2. **What are different ways to iterate over a list?**

We can iterate over a list in two different ways – using iterator and using for-each loop.

List<String> strList = new ArrayList<>();

//using for-each loop

for(String obj : strList){

System.out.println(obj);

}

//using iterator

Iterator<String> it = strList.iterator();

while(it.hasNext()){

String obj = it.next();

System.out.println(obj);

}

Using iterator is more thread-safe because it makes sure that if underlying list elements are modified, it will throw ConcurrentModificationException.

1. **What do you understand by iterator fail-fast property?**

Iterator fail-fast property checks for any modification in the structure of the underlying collection everytime we try to get the next element. If there are any modifications found, it throws ConcurrentModificationException. All the implementations of Iterator in Collection classes are fail-fast by design except the concurrent collection classes like ConcurrentHashMap and CopyOnWriteArrayList.

1. **What is difference between fail-fast and fail-safe?**

Iterator fail-safe property work with the clone of underlying collection, hence it’s not affected by any modification in the collection. By design, all the collection classes in java.util package are fail-fast whereas collection classes in java.util.concurrent are fail-safe.  
Fail-fast iterators throw ConcurrentModificationException whereas fail-safe iterator never throws ConcurrentModificationException.  
Check this post for [CopyOnWriteArrayList Example](https://www.journaldev.com/1289/copyonwritearraylist-java).

|  |
| --- |
| **import** java.util.ArrayList;  **import** java.util.Iterator;  **import** java.util.List;  **import** java.util.concurrent.CopyOnWriteArrayList;  **public** **class** ConcurrentListExample {  **public** **static** **void** main(String[] args) {  // List<String> list = new ArrayList<>();  CopyOnWriteArrayList<String> list = **new** CopyOnWriteArrayList<String>();  list.add("1");  list.add("2");  list.add("3");  list.add("4");  list.add("5");    // get the iterator  Iterator<String> it = list.iterator();    //manipulate list while iterating  **while**(it.hasNext()){  System.*out*.println("list is:"+list);  String str = it.next();  System.*out*.println(str);  **if**(str.equals("2"))list.remove("5");  **if**(str.equals("3"))list.add("3 found");  //below code don't throw ConcurrentModificationException  //because it doesn't change modCount variable of list  **if**(str.equals("4")) list.set(1, "4");  }  }  } |

1. **How to avoid ConcurrentModificationException while iterating a collection?**

We can use concurrent collection classes to avoid ConcurrentModificationException while iterating over a collection, for example CopyOnWriteArrayList instead of ArrayList.  
Check this post for [ConcurrentHashMap Example](https://www.journaldev.com/122/java-concurrenthashmap-example-iterator).

***CopyOnWriteArrayList***and ***SynchronizedList***classes in detail i.e.; CopyOnWriteArrayList v/s SynchronizedList

Lets us move on and discuss key differences between these 2 List classes

**SynchronizedList v/s CopyOnWriteArrayList:**

|  |  |
| --- | --- |
| **CopyOnWriteArrayList** | **SynchronizedList** |
| **CopyOnWriteArrayList**is newly introduced ***thread-safe***class (i.e.; synchronized) | This is ***thread-safe*** version of List i.e.; any List implemented classes like ArrayList or LinkedList can be ***converted***into synchronized List (thread-safe) |
| ***Multiple threads*** are allowed to operate on ***CopyOnWriteArrayList***, as it works on separate ***cloned copy***for ***update/modify*** operations | Only ***one thread*** is allowed to operate on synchronized list, by ***locking over complete list*** object |
| While one thread ***iterating*** ***CopyOnWriteArrayList*** object, other threads happily can ***modify***, as it works on separate cloned copy  And it ***never*** throws ***ConcurrentModificationException*** | While one thread ***iterating*** List object, if any other threads tries to ***modify*** the same List object then ***ConcurrentModificationException*** is thrown |
| That’s it is ***fail-safe iterator*** | That’s it is ***fail-fast iterator*** |
| There is***no such restriction*** while iterating CopyOnWriteArrayList;  We can safely iterate ***outside synchronized block*** | While ***iterating***synchronized List, make sure to iterate inside ***synchronized block***;  Otherwise we may face ***non-deterministic behavior*** |
| ***Iterator of CopyOnWriteArrayList*** can perform ***read operation***safely; while iterating through ***COWAL***items  But as soon as, ***remove*** operation is performed, compiler throws ***UnsupportedOperationException*** | ***Iterator***of***List*** can perform both ***read***and***remove***operations; while iterating through ***List***elements |
| This is introduced in ***Java 1.5*** version | This is introduced in original collection framework in ***Java 1.2*** version |

**When to use SynchronizedList?**

* This is generally used to ***convert*** list object into ***thread-safe*** list object
* But only one thread is allowed to operate on list object, as ***lock*** is acquired ***over complete list*** object
* So, ***performance degrades*** comparatively in a multi-threaded environment
* So, ***use this only*** when it is required to convert into thread-safe version of List object
* Otherwise, mature and latest ***CopyOnWriteArrayList*** can be used efficiently

**When to use CopyOnWriteArrayList?**

* This is the ***best suit to store elements as per insertion order*** in a multi-threaded environment
* Where there are ***more number of read*** operation and ***very less update***/modify operation
* Because for every update/modify operations, a ***new separate cloned copy*** is created
* And there is ***overhead on JVM***to allocate ***memory*** & ***merging*** cloned copy with original copy
* The ***advantage*** of using CopyOnWriteArrayList over ArrayList is that, it doesn’t throws ***ConcurrentModificationException***when ***multiple threads*** perform operation simultaneously

**Note:** there is always a catch between ***performance*** and ***thread-safety***

1. **Why there are no concrete implementations of Iterator interface?**

Iterator interface declare methods for iterating a collection but it’s implementation is responsibility of the Collection implementation classes. Every collection class that returns an iterator for traversing has it’s own Iterator implementation nested class.  
This allows collection classes to chose whether iterator is fail-fast or fail-safe. For example ArrayList iterator is fail-fast whereas CopyOnWriteArrayList iterator is fail-safe.

1. **What is UnsupportedOperationException?**

UnsupportedOperationException is the exception used to indicate that the operation is not supported. It’s used extensively in [JDK](https://www.journaldev.com/546/difference-jdk-vs-jre-vs-jvm) classes, in collections framework java.util.Collections.UnmodifiableCollection throws this exception for all add and remove operations.

1. **How HashMap works in Java?**

HashMap stores key-value pair in Map.Entry static nested class implementation. HashMap works on hashing algorithm and uses hashCode() and equals() method in put and get methods.

When we call put method by passing key-value pair, HashMap uses Key hashCode() with hashing to find out the index to store the key-value pair. The Entry is stored in the LinkedList, so if there are already existing entry, it uses equals() method to check if the passed key already exists, if yes it overwrites the value else it creates a new entry and store this key-value Entry.

When we call get method by passing Key, again it uses the hashCode() to find the index in the array and then use equals() method to find the correct Entry and return it’s value. Below image will explain these detail clearly.

The other important things to know about HashMap are capacity, load factor, threshold resizing. HashMap initial default capacity is **16** and load factor is 0.75. Threshold is capacity multiplied by load factor and whenever we try to add an entry, if map size is greater than threshold, HashMap rehashes the contents of map into a new array with a larger capacity. The capacity is always power of 2, so if you know that you need to store a large number of key-value pairs, for example in caching data from database, it’s good idea to initialize the HashMap with correct capacity and load factor.

1. **What is the importance of hashCode() and equals() methods?**

HashMap uses Key object hashCode() and equals() method to determine the index to put the key-value pair. These methods are also used when we try to get value from HashMap. If these methods are not implemented correctly, two different Key’s might produce same hashCode() and equals() output and in that case rather than storing it at different location, HashMap will consider them same and overwrite them.

Similarly all the collection classes that doesn’t store duplicate data use hashCode() and equals() to find duplicates, so it’s very important to implement them correctly. The implementation of equals() and hashCode() should follow these rules.

* 1. If o1.equals(o2), then o1.hashCode() == o2.hashCode()should always be true.
  2. If o1.hashCode() == o2.hashCode is true, it doesn’t mean that o1.equals(o2) will be true.

1. **Can we use any class as Map key?**

We can use any class as Map Key, however following points should be considered before using them.

* 1. If the class overrides equals() method, it should also override hashCode() method.
  2. The class should follow the rules associated with equals() and hashCode() for all instances. Please refer earlier question for these rules.
  3. If a class field is not used in equals(), you should not use it in hashCode() method.
  4. Best practice for user defined key class is to make it immutable, so that hashCode() value can be cached for fast performance. Also immutable classes make sure that hashCode() and equals() will not change in future that will solve any issue with mutability.  
     For example, let’s say I have a class MyKey that I am using for HashMap key.
  5. //MyKey name argument passed is used for equals() and hashCode()
  6. MyKey key = new MyKey("Pankaj"); //assume hashCode=1234
  7. myHashMap.put(key, "Value");
  8. // Below code will change the key hashCode() and equals()
  9. // but it's location is not changed.
  10. key.setName("Amit"); //assume new hashCode=7890
  11. //below will return null, because HashMap will try to look for key
  12. //in the same index as it was stored but since key is mutated,
  13. //there will be no match and it will return null.
  14. myHashMap.get(new MyKey("Pankaj"));

This is the reason why String and Integer are mostly used as HashMap keys.

1. **What are different Collection views provided by Map interface?**

Map interface provides three collection views:

* 1. **Set<K> keySet()**: Returns a Set view of the keys contained in this map. The set is backed by the map, so changes to the map are reflected in the set, and vice-versa. If the map is modified while an iteration over the set is in progress (except through the iterator’s own remove operation), the results of the iteration are undefined. The set supports element removal, which removes the corresponding mapping from the map, via the Iterator.remove, Set.remove, removeAll, retainAll, and clear operations. It does not support the add or addAll operations.
  2. **Collection<V> values()**: Returns a Collection view of the values contained in this map. The collection is backed by the map, so changes to the map are reflected in the collection, and vice-versa. If the map is modified while an iteration over the collection is in progress (except through the iterator’s own remove operation), the results of the iteration are undefined. The collection supports element removal, which removes the corresponding mapping from the map, via the Iterator.remove, Collection.remove, removeAll, retainAll and clear operations. It does not support the add or addAll operations.
  3. **Set<Map.Entry<K, V>> entrySet()**: Returns a Set view of the mappings contained in this map. The set is backed by the map, so changes to the map are reflected in the set, and vice-versa. If the map is modified while an iteration over the set is in progress (except through the iterator’s own remove operation, or through the setValue operation on a map entry returned by the iterator) the results of the iteration are undefined. The set supports element removal, which removes the corresponding mapping from the map, via the Iterator.remove, Set.remove, removeAll, retainAll and clear operations. It does not support the add or addAll operations.

1. **What is difference between HashMap and Hashtable?**

HashMap and Hashtable both implements Map interface and looks similar, however there are following difference between HashMap and Hashtable.

* 1. HashMap allows null key and values whereas Hashtable doesn’t allow null key and values.
  2. Hashtable is synchronized but HashMap is not synchronized. So HashMap is better for single threaded environment, Hashtable is suitable for multi-threaded environment.
  3. LinkedHashMap was introduced in Java 1.4 as a subclass of HashMap, so incase you want iteration order, you can easily switch from HashMap to LinkedHashMap but that is not the case with Hashtable whose iteration order is unpredictable.
  4. HashMap provides Set of keys to iterate and hence it’s fail-fast but Hashtable provides Enumeration of keys that doesn’t support this feature.
  5. Hashtable is considered to be legacy class and if you are looking for modifications of Map while iterating, you should use ConcurrentHashMap.

1. **How to decide between HashMap and TreeMap?**

For inserting, deleting, and locating elements in a Map, the HashMap offers the best alternative. If, however, you need to traverse the keys in a sorted order, then TreeMap is your better alternative. Depending upon the size of your collection, it may be faster to add elements to a HashMap, then convert the map to a TreeMap for sorted key traversal.

1. **What are similarities and difference between ArrayList and Vector?**

ArrayList and Vector are similar classes in many ways.

* 1. Both are index based and backed up by an array internally.
  2. Both maintains the order of insertion and we can get the elements in the order of insertion.
  3. The iterator implementations of ArrayList and Vector both are fail-fast by design.
  4. ArrayList and Vector both allows null values and random access to element using index number.

These are the differences between ArrayList and Vector.

* 1. Vector is synchronized whereas ArrayList is not synchronized. However if you are looking for modification of list while iterating, you should use CopyOnWriteArrayList.
  2. ArrayList is faster than Vector because it doesn’t have any overhead because of synchronization.
  3. ArrayList is more versatile because we can get synchronized list or read-only list from it easily using Collections utility class.

1. **What is difference between Array and ArrayList? When will you use Array over ArrayList? Asked in interview**

Arrays can contain primitive or Objects whereas ArrayList can contain only Objects.  
Arrays are fixed size whereas ArrayList size is dynamic.  
Arrays doesn’t provide a lot of features like ArrayList, such as addAll, removeAll, iterator etc.

Although ArrayList is the obvious choice when we work on list, there are few times when array are good to use.

* 1. If the size of list is fixed and mostly used to store and traverse them.
  2. For list of primitive data types, although Collections use autoboxing to reduce the coding effort but still it makes them slow when working on fixed size primitive data types.
  3. If you are working on fixed multi-dimensional situation, using [][] is far more easier than List<List<>>

1. **What is difference between ArrayList and LinkedList?**

ArrayList and LinkedList both implement List interface but there are some differences between them.

* 1. ArrayList is an index based data structure backed by Array, so it provides random access to it’s elements with performance as O(1) but LinkedList stores data as list of nodes where every node is linked to it’s previous and next node. So even though there is a method to get the element using index, internally it traverse from start to reach at the index node and then return the element, so performance is O(n) that is slower than ArrayList.
  2. Insertion, addition or removal of an element is faster in LinkedList compared to ArrayList because there is no concept of resizing array or updating index when element is added in middle.
  3. LinkedList consumes more memory than ArrayList because every node in LinkedList stores reference of previous and next elements.

1. **Which collection classes provide random access of it’s elements?**

ArrayList, HashMap, TreeMap, Hashtable classes provide random access to it’s elements. Download [java collections pdf](http://cdn.journaldev.com/wp-content/uploads/2013/01/java-collections-framework.pdf) for more information.

1. **What is EnumSet?**

java.util.EnumSet is Set implementation to use with enum types. All of the elements in an enum set must come from a single enum type that is specified, explicitly or implicitly, when the set is created. EnumSet is not synchronized and null elements are not allowed. It also provides some useful methods like copyOf(Collection c), of(E first, E… rest) and complementOf(EnumSet s).

Check this post for [java enum tutorial](https://www.journaldev.com/716/java-enum).

1. **Which collection classes are thread-safe?**

Vector, Hashtable, Properties and Stack are synchronized classes, so they are thread-safe and can be used in multi-threaded environment. Java 1.5 Concurrent API included some collection classes that allows modification of collection while iteration because they work on the clone of the collection, so they are safe to use in multi-threaded environment.

1. **What are concurrent Collection Classes?**

Java 1.5 Concurrent package (java.util.concurrent) contains thread-safe collection classes that allow collections to be modified while iterating. By design Iterator implementation in java.utilpackages are fail-fast and throws ConcurrentModificationException. But Iterator implementation in java.util.concurrent packages are fail-safe and we can modify the collection while iterating. Some of these classes are CopyOnWriteArrayList, ConcurrentHashMap, CopyOnWriteArraySet.

Read these posts to learn about them in more detail.

* 1. [Avoid ConcurrentModificationException](https://www.journaldev.com/378/java-util-concurrentmodificationexception)
  2. [CopyOnWriteArrayList Example](https://www.journaldev.com/1289/copyonwritearraylist-java)
  3. [HashMap vs ConcurrentHashMap](https://www.journaldev.com/122/java-concurrenthashmap-example-iterator)

1. **What is BlockingQueue?**

java.util.concurrent.BlockingQueue is a Queue that supports operations that wait for the queue to become non-empty when retrieving and removing an element, and wait for space to become available in the queue when adding an element.

BlockingQueue interface is part of java collections framework and it’s primarily used for implementing producer consumer problem. We don’t need to worry about waiting for the space to be available for producer or object to be available for consumer in BlockingQueue as it’s handled by implementation classes of BlockingQueue.

Java provides several BlockingQueue implementations such as ArrayBlockingQueue, LinkedBlockingQueue, PriorityBlockingQueue, SynchronousQueue etc.  
Check this post for use of BlockingQueue for [producer-consumer problem](https://www.journaldev.com/1034/java-blockingqueue-example).

1. **What is Queue and Stack, list their differences?**

Both Queue and Stack are used to store data before processing them. java.util.Queue is an interface whose implementation classes are present in java concurrent package. Queue allows retrieval of element in First-In-First-Out (FIFO) order but it’s not always the case. There is also Deque interface that allows elements to be retrieved from both end of the queue.  
Stack is similar to queue except that it allows elements to be retrieved in Last-In-First-Out (LIFO) order.  
Stack is a class that extends Vector whereas Queue is an interface.

1. **What is Collections Class?**

java.util.Collections is a utility class consists exclusively of static methods that operate on or return collections. It contains polymorphic algorithms that operate on collections, “wrappers”, which return a new collection backed by a specified collection, and a few other odds and ends.

This class contains methods for collection framework algorithms, such as binary search, sorting, shuffling, reverse etc.

1. **What is Comparable and Comparator interface?**

Java provides Comparable interface which should be implemented by any custom class if we want to use Arrays or Collections sorting methods. Comparable interface has compareTo(T obj) method which is used by sorting methods. We should override this method in such a way that it returns a negative integer, zero, or a positive integer if “this” object is less than, equal to, or greater than the object passed as argument.

But, in most real life scenarios, we want sorting based on different parameters. For example, as a CEO, I would like to sort the employees based on Salary, an HR would like to sort them based on the age. This is the situation where we need to use Comparator interface because Comparable.compareTo(Object o) method implementation can sort based on one field only and we can’t chose the field on which we want to sort the Object.

Comparator interface compare(Object o1, Object o2) method need to be implemented that takes two Object argument, it should be implemented in such a way that it returns negative int if first argument is less than the second one and returns zero if they are equal and positive int if first argument is greater than second one.

Check this post for use of Comparable and Comparator interface to [sort objects](https://www.journaldev.com/780/comparable-and-comparator-in-java-example).

1. **What is difference between Comparable and Comparator interface?**

Comparable and Comparator interfaces are used to sort collection or array of objects.

Comparable interface is used to provide the natural sorting of objects and we can use it to provide sorting based on single logic.  
Comparator interface is used to provide different algorithms for sorting and we can chose the comparator we want to use to sort the given collection of objects.

1. **How can we sort a list of Objects?**

If we need to sort an array of Objects, we can use Arrays.sort(). If we need to sort a list of objects, we can use Collections.sort(). Both these classes have overloaded sort() methods for natural sorting (using Comparable) or sorting based on criteria (using Comparator).  
Collections internally uses Arrays sorting method, so both of them have same performance except that Collections take sometime to convert list to array.

1. **While passing a Collection as argument to a function, how can we make sure the function will not be able to modify it?**

We can create a read-only collection using Collections.unmodifiableCollection(Collection c) method before passing it as argument, this will make sure that any operation to change the collection will throw UnsupportedOperationException.

1. **How can we create a synchronized collection from given collection?**

We can use Collections.synchronizedCollection(Collection c) to get a synchronized (thread-safe) collection backed by the specified collection.

1. **What are common algorithms implemented in Collections Framework?**

Java Collections Framework provides algorithm implementations that are commonly used such as sorting and searching. Collections class contain these method implementations. Most of these algorithms work on List but some of them are applicable for all kinds of collections.  
Some of them are sorting, searching, shuffling, min-max values.

1. **What is Big-O notation? Give some examples?**

The Big-O notation describes the performance of an algorithm in terms of number of elements in a data structure. Since Collection classes are actually data structures, we usually tend to use Big-O notation to chose the collection implementation to use based on time, memory and performance.

Example 1: ArrayList get(index i) is a constant-time operation and doesn’t depend on the number of elements in the list. So it’s performance in Big-O notation is O(1).  
Example 2: A linear search on array or list performance is O(n) because we need to search through entire list of elements to find the element.

1. **What are best practices related to Java Collections Framework?**
   1. Chosing the right type of collection based on the need, for example if size is fixed, we might want to use Array over ArrayList. If we have to iterate over the Map in order of insertion, we need to use TreeMap. If we don’t want duplicates, we should use Set.
   2. Some collection classes allows to specify the initial capacity, so if we have an estimate of number of elements we will store, we can use it to avoid rehashing or resizing.
   3. Write program in terms of interfaces not implementations, it allows us to change the implementation easily at later point of time.
   4. Always use Generics for type-safety and avoid ClassCastException at runtime.
   5. Use immutable classes provided by JDK as key in Map to avoid implementation of hashCode() and equals() for our custom class.
   6. Use Collections utility class as much as possible for algorithms or to get read-only, synchronized or empty collections rather than writing own implementation. It will enhance code-reuse with greater stability and low maintainability.
2. **What is Java Priority Queue?**

PriorityQueue is an unbounded queue based on a priority heap and the elements are ordered in their natural order or we can provide [Comparator](https://www.journaldev.com/780/comparable-and-comparator-in-java-example) for ordering at the time of creation. PriorityQueue doesn’t allow null values and we can’t add any object that doesn’t provide natural ordering or we don’t have any comparator for them for ordering. Java PriorityQueue is not [thread-safe](https://www.journaldev.com/1061/thread-safety-in-java) and provided O(log(n)) time for enqueing and dequeing operations. Check this post for [java priority queue example](https://www.journaldev.com/1642/java-priority-queue-priorityqueue-example).

1. **Why can’t we write code as List<Number> numbers = new ArrayList<Integer>();?**

Generics doesn’t support sub-typing because it will cause issues in achieving type safety. That’s why List<T> is not considered as a subtype of List<S> where S is the super-type of T. To understanding why it’s not allowed, let’s see what could have happened if it has been supported.

List<Long> listLong = new ArrayList<Long>();

listLong.add(Long.valueOf(10));

List<Number> listNumbers = listLong; // compiler error

listNumbers.add(Double.valueOf(1.23));

As you can see from above code that IF generics would have been supporting sub-typing, we could have easily add a Double to the list of Long that would have caused ClassCastException at runtime while traversing the list of Long.

1. **Why can’t we create generic array? or write code as List<Integer>[] array = new ArrayList<Integer>[10];**

We are not allowed to create generic arrays because array carry type information of it’s elements at runtime. This information is used at runtime to throw ArrayStoreException if elements type doesn’t match to the defined type. Since generics type information gets erased at runtime by Type Erasure, the array store check would have been passed where it should have failed. Let’s understand this with a simple example code.

List<Integer>[] intList = new List<Integer>[5]; // compile error

Object[] objArray = intList;

List<Double> doubleList = new ArrayList<Double>();

doubleList.add(Double.valueOf(1.23));

objArray[0] = doubleList; // this should fail but it would pass because at runtime intList and doubleList both are just List

Arrays are covariant by nature i.e S[] is a subtype of T[] whenever S is a subtype of T but generics doesn’t support covariance or sub-typing as we saw in last question. So if we would have been allowed to create generic arrays, because of type erasure we would not get array store exception even though both types are not related.

To know more about Generics, read [**Java Generics Tutorial**](https://www.journaldev.com/1663/java-generics-example-method-class-interface).